**Тема 12.** **Перевантаження операторів.** (4 години)

**Лекція 2. Перевантаження операторів в С++**

**На період** карантину в дистанційній формі навчання на надані в кінці запитання потрібно надати письмові відповіді, надіславши їх на електронну адресу викладача. Файл надавати з іменем у форматі

**OOP<Номер групи><Номер лекції / лабораторної>[-<Номер завдання ЛР>][літера позначення типу роботи L – лекція, R – лабораторна]<Прізвищеанглійською>**. Наприклад, **OOP3104L**buts.doc. Кожна відповідь оцінюється в 0,5 балів. Відповіді повинні бути не довгими і змістовними. Не копіюйте фрагментів з різних інформаційних джерел, подумайте і викладіть свою точку зору. При наявності відповідей-"близнюків" відповідь буде зараховуватися першому за часом надсилання.

**Строк виконання цієї роботи 27.03.2020**

***Способи перевантаження операторів в С++***

Перевантаження операторів/операцій найбільш підходить для математичних класів, наприклад, де обробляються комплексні числа. При цьому для такого класу буде потрібно перевантажувати всі арифметичні операції, щоб забезпечити узгодженість оброблення в реальному житті. Мета перевантаження операцій забезпечити такі ж самі короткі вирази для користувацьких типів, як С++ забезпечує своїм набором для вбудованих типів. Але Дейтел в [4] надає таку поради щодо хорошого стилю програмування (8.3, 8.4):

* Перевантажуйте операції, щоб вони виконували над об’єктами класу ту ж саму функцію або близькі до неї функції, що і операції, виконувані над об’єктами вбудованих типів.
* Перед написанням програми на С++ з перевантаженими операціями зверніться до керівництва по вашому компілятору С++, щоб зрозуміти різноманітні специфічні обмеження та вимого щодо окремих операцій.

Там же визначаються такі типові помилки програмування (8.1- 8.5):

* Спроба перевантажити операцію, заборонену для перевантаження.
* Спроба створювати нові операції.
* Спроба змінити роботу операції об’єктами вбудованого типу.

Наприклад, не можна перевизначити операцію складання двох цілих типів:

int operator +(int i, int j);

* Припущення, що перевантаження операції (такої як +) автоматично перевантажує, пов’язані з нею операції (такі як +=). Операції можна перевантажувати тільки явно, неявного перевантаження не існує.
* Для забезпечення узгодженості зв’язаних операцій використовуйте одні з них для реалізації інших (тобто використовуйте перевантажену операцію + для реалізації перевантаженої операції +=).

Також в [4] надаються такі зауваження по техніці програмування (8.1-8.2):

* Перевантаження операцій сприяє розширюваності С++, є однією з привабливих властивостей мови.
* Хоча б один аргумент функції-операції повинен бути об’єктом класу або посиланням на об’єкт класу. Це убезпечує програміста від зміни роботи операції з об’єктом вбудованого типу.

Функція-операція повинна визначатися або як функція-член класу, або як зовнішня функція, але дружня класу. Приклади.

Функція- член класу

**class String  
{  
  ...  
public:  
  String operator + (const String &);  
  ...  
};**

Дружня функція

**class String  
{  
  ...  
public:  
  friend String operator +(String &, String &);  
  ...  
};**

***Перевантаження унарної операції.***

Декларація функції-члену класу для перевантаження унарної операції:

**<тип\_результату> operator@ ();**

При цьому операнд операції передається неявно у вигляді вказівника **this**, тобто обов’язково має тип классу. Для реалізації операції виду **@a** відбувається виклик операторної функції: **a.operator@ ()**

Декларація дружньої функції для перевантаження унарної операції:

**friend <тип\_результату> operator@**

**(<тип\_операнду>);**

В цьому випадку для реалізації операції виду **@a** відбувається виклик операторної функції:  **operator@ (a)**

Якщо унарна операція перевантажується як функція-член, то вона не повинна мати аргументів, оскільки в цьому випадку їй передається неявний аргумент-покажчик **this** на поточний об’єкт.

Якщо унарна операція перевантажується дружньою функцією, то вона повинна мати один аргумент – об’єкт, для якого вона виконується.

Таким чином, для будь-якої унарной операції @ aa@ або @aa може інтерпретуватися або як aa.operator@(), або як operator @(aa). Якщо визначені обидві, то і aa@, і @aa є помилками.

Приклади.

Функція- член класу

**class А  
{  
  ...  
public:  
  A operator !();  
  ...  
};**

Дружня функція

**class A  
{  
  ...  
public:  
  friend A operator !(A);  
  ...  
};**

***Перевантаження бінарної операції:***

Декларація функції-члену класу для перевантаження бінарної операції:

**<тип\_результату> operator@(< тип\_операнду\_2>);**

При цьому перший операнд операції передається неявно у вигляді вказівника **this**, тобто обов’язково має тип классу. Таким чином, для реалізації операції виду **a@b**, де **a** та **b** – екземпляри відповідного класу, відбувається виклик операторної функції: **a.operator@ (b)**

Декларація дружньої функції для перевантаження бінарної операції:

**friend <тип\_результату> operator@**

**(<тип\_операнду\_1>, < тип\_операнду\_2>);**

При цьому для реалізації операції виду **a@b** відбувається виклик операторної функції: **operator@ (a,b)**

Якщо бінарна операція перевантажується з використанням метода класу, то в якості свого першого аргументу вона отримує неявно передану змінну класу ([покажчик **this**](https://prog-cpp.ru/cpp-this/) на об’єкт), а в якості другого — аргумент зі списку параметрів. Тобто, фактично бінарна операція, перевантажена методом класу, має один аргумент (правий операнд), а лівий передається неявно через покажчик this. Наприклад:

**class complex  
{  
  double real;  
  double imag;  
public:  
  complex operator +(const complex &);  
  ...  
};  
complex complex :: operator +(complex &c) {  
  complex temp;  
  temp.real = this->real + c.real;  
  temp.imag = this->imag + c.imag;  
  return(temp);  
}**

Якщо бінарна операція перевантажується дружньою функцією, то в списку параметрів вона повинна мати обидва аргументи, наприклад:

**#include <iostream>  
using namespace std;  
class complex  
{  
  double real;  
  double imag;  
public:  
  complex(double r = 0, double i = 0)  
  {  
    real = r; imag = i;  
  }  
  void out(void)  
  {  
    cout << real << " + " << imag << "i" << endl;  
  }  
  friend complex operator + (const complex &c1, const complex &c2);  
};  
complex operator + (const complex &c1, const complex &c2)  
{  
  complex temp;  
  temp.real = c1.real + c2.real;  
  temp.imag = c1.imag + c2.imag;  
  return(temp);  
}  
int main()   
{  
  complex a(3.1, 4.5), b(2.3, 6.7); // инициализация  
  complex c;  
  c = a + b;  
  c.out();  
  cin.get();  
  return 0;  
}**

Для кожної комбінації типів операндів в операції, що перевантажується/ перевизначається необхідно ввести окрему функцію, оскільки компілятор не може виконувати перестановку операндів місцями, навіть якщо базова операція допускає це. Наприклад, якщо необхідна операція складання комплексного та дійсного чисел:

**complex a, c, d;  
double b;  
c = a + b;  
d = b + a;**

Необхідно перевизначити операцію складання двічи:

**friend complex operator + (complex, double);  
friend complex operator + (double, complex);**

**Перевантаження операцій індексування та виклику функції**

Перевизначення операції **()** дозволяє використовувати синтаксис виклику функції стосовно об’єкта класу (ім’я об’єкта с круглими дужками). Кількість операндів в дужках може бути будь-якою.

Перевизначення операції **[]**дозволяє використовувати синтаксис доступу до елементів масиву (ім’я об’єкт с квадратними дужками).

Наданий нижче приклад ілюструє використання перевантаження операцій індексування та виклику функції.

**//-------------------------------------------------------**

**#include <iostream>**

**#include <string>**

**#include <Windows.h>**

**using namespace std;**

**//-------------------------------------------------------**

**class String // Рядок змінної довжини**

**{**

**char \*str; // Динамичний масив символів**

**int size; // Довжина рядка**

**public:**

**String & operator()(int, int); // Операція виділення підрядка**

**char operator[](int); // Операція виділення символу**

**void print() { if (str) cout << "Str = " << str << endl; }**

**friend int Find(String &,char,int); //**

**String(char\* s = (char\*)"") //**

**{**

**size = strlen(s);**

**str = new char[size + 1];**

**strcpy(str, s);**

**}**

**String(String& r) //**

**{**

**str = new char[r.size];**

**strcpy(str, r.str);**

**size = r.size;**

**}**

**};**

**//------ Операція виділення підрядка -------------------**

**String& String::operator()(int n1, int n2)**

**{ /\* n1 - ?,**

**n2 - ? \*/**

**size = n2 - n1 + 1;**

**char \*tmp = new char[size + 1];**

**for (int i = 0; i < size; i++)**

**tmp[i] = str[n1 + i];**

**tmp[size] = '\0'; //**

**size++;**

**delete[] str;**

**str = new char[size];**

**strcpy(str, tmp); //**

**delete[] tmp;**

**return (\*this);**

**}**

**//------ Операція виділення символу -------------------**

**char String::operator[](int index)**

**{**

**return (str[index]);**

**}**

**int Find(String & MyStr,char Symb,int Pos)**

**/\* MyStr - ?,**

**Symb - ?,**

**Pos - ?**

**\*/**

**{ for (int i = Pos; i < MyStr.size; i++)**

**if (MyStr.str[i]==Symb) return i; //**

**return 0;**

**};**

**int main()**

**{ system("color F0");**

**int SymbolPos; // Для символу розділювача #**

**int BegS = 0; //**

**String s1((char\*)"ab#def#ghi");**

**SymbolPos = Find(s1,'#',1); // Знайти перше входження #**

**s1.print();**

**cout << "SymbolPos = " << SymbolPos << endl;**

**String s2 = s1(BegS, SymbolPos); //**

**s2.print();**

**s1.print();**

**char ch = s2[1];**

**cout << "ch = " << ch << endl;**

**system("pause");**

**return 0;**

**}**

**//-------------------------------------------------------**

Результат виконання
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**Перевантаження операції присвоювання**

Будь-який конструктор викликається явно або неявно у випадку, коли необхідно створити новий об’єкт будь-якого класу.

В попередньому прикладі при створенні нового об’єкту та його ініціалізації, ми використовували конструктор копіювання. До ініціалізації існував тільки один об’єкт. Другий був створений та ініціалізований в результаті роботи конструктора копіювання. Але, якщо б існувало декілька об’єктів одного типу та була б потреба в присвоюванні значень одного об’єкта елементам іншого, то жоден з конструкторів не викликається, оскільки об’єкт вже створений. При виконанні операції присвоювання по замовчуванню копіювання значень виконується «поверхнево», но таке копіювання не завжди допустимо. Наприклад, недопустимо копіювання масивів або покажчиків.

**Особливості використання операції присвоєння.**

1. За умовчанням операція **=** для двох екземплярів класу здійснює поелементне копіювання даних-членів цих екземплярів. Якщо це саме те, що потрібно для вашого класу, немає необхідності у перевантаженні операції **=** .

2. Якщо членом класу є вказівник, то за умовчанням відбуватиметься копіювання відповідних вказівників, а не об'єктів, на які вони посилаються (чого, скоріше за все, ви очікуєте при присвоєнні). В такому разі необхідно коректно перевантажити операцію **=** .

3. Використання параметром такої операторної функції посилання на об'єкт позбавить від створення та знищення у стеку його копії і зекономить ресурси.

Якщо необхідно виконати присвоювання, але поведінка операції присвоювання по замовчуванню не влаштовує, то операція присвоювання може бути перевантажена.

Попередній приклад реалізації класу String можна доповнити перевантаженим оператором присвоювання:

**class String     // Строка переменной длины  
{  
  ...  
  String& operator=(const String& s)  
  {  
    if (size != s.size) {  
      size = s.size;  
      delete[] str;  
      str = new char[size+1];  
    }  
    strcpy\_s(str, size+1, s.str);  
    return \*this;  
  }  
};  
...  
int main()  
{…**

**String s1((char\*)"ab#def#ghi");  
  s1.print();  
  String s3;  
  s3 = s1;  
  s3.print();  
…**

**system("pause");**

**return 0;**

**}**

**Перевантаження операцій інкременту та декременту**

Існує нюанс визначення унарних операцій пов’язаний із. Як відомо, і інкремент, і декремент можуть префіксними (наприклад, ++x, --y) або постфіксними (наприклад, x++, y--). Оскільки оператори інкремента та декремента є унарними і змінюють свої операнди, то перевантаження потрібно робити через методи класу. Мова С++ надає можливість реалізувати префіксні та постфіксні операції по-різному. Для цього в операторній функції, що реалізує постфіксні операції, використовується фіктивний параметр. Його наявність дозволяє перевантажити відповідним чином операції:

**// префіксний інкремент:**

**<тип\_результату> operator++ ();**

**// постфіксний інкремент:**

**<тип\_результату> operator++ (int unused);**

Або, якщо операції визначаються з допомогою дружніх функцій:

**// префіксний інкремент:**

**friend <тип\_результату> operator++ (<тип\_операнду>);**

**// постфіксний інкремент:**

**friend <тип\_результату> operator++**

**(<тип\_операнду>, int unused);**

Абсолютно аналогічні правила діють і для операції декременту.

Приклад префіксного інкремента і декремента.

**#include <iostream>**

**#include <Windows.h>**

**using namespace std;**

**class Number**

**{**

**private:**

**int m\_number;**

**public:**

**Number(int number=0)**

**: m\_number(number) { }**

**Number& operator++();**

**Number& operator--();**

**friend std::ostream& operator<< (std::ostream &out, const Number &n);**

**};**

**Number& Number::operator++()**

**{ // якщо значення змінної m\_number є 8, то встановлюємо 0**

**if (m\_number == 8)**

**m\_number = 0;**

**// Інакше просто збільшуємо m\_number на одиницю**

**else**

**++m\_number;**

**return \*this;**

**}**

**Number& Number::operator--()**

**{ // якщо значення змінної m\_number є 0, то присвюємо m\_number значенння 8**

**if (m\_number == 0)**

**m\_number = 8;**

**// Інакше просто зменшуємо m\_number на одиницу**

**else**

**--m\_number;**

**return \*this;**

**}**

**std::ostream& operator<< (std::ostream &out, const Number &n)**

**{ out << n.m\_number;**

**return out;**

**}**

**int main()**

**{ system("color F0");**

**Number number(7);**

**std::cout << number<< endl;**

**std::cout << ++number<< endl;**

**std::cout << ++number<< endl;**

**std::cout << --number<< endl;**

**std::cout << --number<< endl;**

**std::system("pause");**

**return 0;**

**}**

Результат виконання:
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Зверніть увагу, що повертаємо прихований покажчик **\*this** в функціях перевантаження операторів (тобто поточний об’єкт класу Number). Таким чином, можна зв’язати виконання декількох операторів в один «ланцюжок».

Приклад постфіксного інкремента і декремента.

C++ використовує «**фіктивну змінну**» (або «**фіктивний параметр**») для операторів версії постфікс. цей фіктивний цілочисельний параметр використовується тільки з однією метою: розрізняти версію постфікс операторів інкремента/декремента від версії префікс. Виконаємо перевантаження **операторів інкремента/декремента версії префікс та постфікс в одному класі**:

**#include <iostream>**

**#include <Windows.h>**

**using namespace std;**

**class Number**

**{**

**private:**

**int m\_number;**

**public:**

**Number(int number=0)**

**: m\_number(number) { }**

**Number& operator++(); // версія префікс**

**Number& operator--(); // версія префікс**

**Number operator++(int); // версія постфікс**

**Number operator--(int); // версія постфікс**

**friend std::ostream& operator<< (std::ostream &out, const Number &n);**

**};**

**Number& Number::operator++()**

**{**

**// кщо значення змінної m\_number є 8, то встановлюємо 0**

**if (m\_number == 8)**

**m\_number = 0;**

**// Інакше просто збільшуємо m\_number на одиницю**

**else**

**++m\_number;**

**return \*this;**

**}**

**Number& Number::operator--()**

**{ // якщо значення змінної m\_number є 0, то присвюємо m\_number значенння 8**

**if (m\_number == 0)**

**m\_number = 8;**

**// Інакше просто зменшуємо m\_number на одиницу**

**else**

**--m\_number;**

**return \*this;**

**}**

**Number Number::operator++(int)**

**{ // Створюємо тимчасовий об"єкт класу Number з поточним значенням змінної m\_number**

**Number temp(m\_number);**

**// Використовуємо оператор інкремента версії префікс для реалізації перевантаження оператора инкремента версії постфікс**

**++(\*this); // реалізація перевантаження**

**// Повертаємо тимчасовий об"єкт**

**return temp;**

**}**

**Number Number::operator--(int)**

**{**

**// Створюємо тимчасовий об"єкт класу Number з поточним значенням змінної m\_number**

**Number temp(m\_number);**

**// Використовуємо оператор декремента версії префікс для реализації перевантаження оператора декремента версии постфикс**

**--(\*this); // реализация перегрузки**

**// Возвращаем временный объект**

**return temp;**

**}**

**std::ostream& operator<< (std::ostream &out, const Number &d)**

**{**

**out << d.m\_number;**

**return out;**

**}**

**int main()**

**{ system("color F0");**

**Number number(6);**

**std::cout << number<< endl;**

**std::cout << ++number<< endl; // викликається Number::operator++();**

**std::cout << number++<< endl; // викликається Number::operator++(int);**

**std::cout << number<< endl;**

**std::cout << --number<< endl; // викликається Number::operator--();**

**std::cout << number--<< endl; // викликається Number::operator--(int);**

**std::cout << number<< endl;**

**system("pause");**

**return 0; }**

Результат виконання:

![](data:image/jpeg;base64,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)

Зауваження до програми.

1. Версія постфікс відділена від версії префікс використанням цілочисельного фіктивного параметра в версії постфікс.
2. Оскільки фіктивний параметр не використовується в реалізації самого перевантаження, то йому навіть не надається ім’я. Таким чином, компілятор буде розглядати цю змінну як заглушку (заповнювач місця) і не буде попереджувати про створення змінної, яку не використовують.
3. Оператори версій префікс та постфікс виконують однакове завдання: обидва збільшують/ зменшують значення змінної об’єкту. Різниця між ними тільки в значенні, яке вони повертають. Оператори версії префікс повертають об’єкт після того як він був збільшений/ зменшений. В версії постфікс об’єкт повертають до того, як він був збільшений/ зменшений. Для цього використовується рішення – створити тимчасовий об’єкт з поточним значенням змінної-члена, значення якого повертають, а саму змінну-член збільшують/ зменшують. Зверніть увагу, що повернення значення за посиланням неможливо, оскільки ми ліквідуємо тимчасовий локальний об’єкт після завершення виконання тіла функції. Окрім того, це означає, оператори версії постфікс зазвичай менш ефективні, ніж оператори версії префікс, із-за додаткових витрат ресурсів на створення тимчасового об’єкта та виконання повернення по значенню замість повернення по посиланню. В прикладі реалізовано перевантаження операторів версії постфікс через вже перевантажені оператори версії префікс. Таким чином, скорочено дублювання коду та спрощено внесення змін в клас в майбутньому (тобто спрощено підтримку коду).

*Для самостійного вивчення*: Поглибити матеріал лекції за наданою літературою. Вивчення лекційного матеріалу та додаткових джерел. Розгляд запитань і виконання завдань для самостійної роботи, запропонованих на лекції.
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*Контрольні запитання для самоперевірки*.

## Що таке перевантаження операцій?

## Які операції можуть бути перевантажені?

## Які операції не можуть бути перевантажені?

## Для чого використовується ключове слово operator?

## [Що таке **унарні** та **бінарні оператори**?](https://www.bestprog.net/uk/2019/02/11/operator-overloading-in-c-operator-function-keyword-operator-overload-of-basic-arithmetic-operators-ua/#q01)

## [Які **обмеження** накладаються на перевантажені оператори?](https://www.bestprog.net/uk/2019/02/11/operator-overloading-in-c-operator-function-keyword-operator-overload-of-basic-arithmetic-operators-ua/#q08)

1. Чи можна реалізувати дві і більше операторних функцій в класі, які перевантажують однаковий оператор і отримують різні (відмінні між собою) параметри?

*Контрольні запитання для надання письмових відповідей*.

1. Розгляньте приклад, який ілюструє використання перевантаження операцій індексування та виклику функції. Заповніть відмічені червоним коментарі **//** та **/\* \*/*.***
2. Чи Ви можете використати цей приклад для розбору виведеного в файл рядка в Вашому застосунку з класами Person та Student для формування екземплярів класу? Якщо "так", то чи всі функції Вам будуть потрібні, якщо не потрібні, то які?